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CONCURRENT IN-MEMORY DATA
PUBLICATION AND STORAGE SYSTEM

TECHNICAL FIELD

This disclosure relates to data writes and data reads on a
storage system.

BACKGROUND

Distributed storage systems store data within a non-
transitory data store overlaying one or more memory loca-
tions. In some examples, the non-transitory data store
includes one or more tables for arranging the data in the
form of records and attributes for each record. A data store
management system may execute write transactions to put
data into the data store and execute read transactions where
the data is queried and retrieved from the data store. Here,
the writer atomically updates the data into the non-transitory
data store in a single operation, and subsequent readers
retrieve the atomically updated data. Atomic operations,
however, often prevent readers from getting data from the
data store while a writer is concurrently putting data into the
data store, and vice versa. Thus, bottlenecking often results
due to freezing one code path’s access to the data in the data
store while allowing another code path to access the data in
the data store. In other examples, when write transactions
execute during read transactions in progress, the data the
reader gets is often a copy that is incomplete or inconsistent
due to the intervening write transaction.

SUMMARY

One aspect of the disclosure provides a computing device
in communication with a non-transitory data store that
allocates a first memory location in the non-transitory data
store and writes data to the first memory location when a first
write transaction executes on the non-transitory data store.
The computing device executes one or more read transac-
tions on the first memory location after completion of the
first write transaction and increments (e.g., atomically) a
first pointer counter associated with the first memory loca-
tion upon completion of the first write transaction and for
each read transaction executing on the first memory location
to get the data. The computing device allocates a second
memory location in the non-transitory data store and writes
updated data to the second memory location when a second
write transaction executes on the non-transitory data store to
update the data. Upon or after completion of the second
write transaction, the computing device decrements the first
pointer counter associated with the first memory location
and increments a second pointer counter associated with the
second memory location. The computing device de-allocates
the first memory location when the first pointer counter
associated with the first memory location decrements to
Zero.

Implementations of the disclosure may include one or
more of the following optional features. In some implemen-
tations, the computing device blocks read access to a
memory location when a pointer counter associated with the
memory location is zero, wherein the pointer counter is zero
when a write transaction executing on the associated
memory location is in progress. In other implementations,
the computing device blocks write access to a memory
location upon executing a read transaction on the associated
memory location to get data (e.g., using reader-writer mutual
exclusion). The computing device may decrement a pointer
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2

counter associated with a memory location after completion
of a read transaction on the associated memory location.

In some examples, when the second pointer counter
associated with the second memory location is zero, the
computing device executes one or more subsequent read
transactions on the first memory location to get the data
while the second write transaction concurrently executes on
the second memory location. In other examples, the com-
puting device executes one or more subsequent read trans-
actions on the second memory location to get the updated
data when the second pointer counter associated with the
second memory location is greater than zero. The computing
device may permit any read transactions executing on the
first memory location in progress to complete when the first
pointer counter associated with the first memory location is
greater than zero after the second pointer counter associated
with the second memory location increments. Optionally,
when a remaining number of memory cycles until comple-
tion of the second write transaction is less than a memory
cycle threshold, the computing device blocks one or more
subsequent read transactions from executing on the first
memory location to get the data and delays the one or more
subsequent read transactions from executing on the second
memory location to get the updated data until completion of
the second write transaction. Optionally, when a third write
transaction executes on the non-transitory data store to
update the data after completion of the second write trans-
action, the computing device allocates a third memory
location in the non-transitory data store and writes updated
data to the third memory location. The computing device
may decrement the second pointer counter associated with
the second memory location and increment a third pointer
counter associated with the third memory location upon
completion of the third write transaction. In some examples,
the computing device de-allocates the second memory loca-
tion when the second pointer counter associated with the
second memory location decrements to zero.

In some implementations, the computing device initial-
iZes a pointer counter associated with memory location upon
allocating the associated memory location. The computing
device may increment a pointer counter associated with a
memory location for each read transaction executing on the
associated memory location. Optionally, the computing
device executes a write transaction on the non-transitory
data store when the computing device receives a write
access request from an application programming interface
executing on a user device. Optionally, the computing
device executes a read transaction on the non-transitory data
store when the computing device receives a read access
request from an application programming interface execut-
ing on a user device. In some examples, the non-transitory
data store includes a hierarchal structure for storing the data,
the data including strongly-typed data.

Another aspect of the disclosure provides a remote system
that includes a non-transitory data store and a data process-
ing device in communication with the non-transitory data
store that allocates a first memory location in the non-
transitory data store and writes data to the first memory
location. The data processing device executes on or more
read transactions on the first memory location after comple-
tion of the first write transaction and increments a first
pointer counter associated with the first memory location
upon completion of the first write transaction and for each
read transaction executing on the first memory location to
get the data. The data processing device allocates a second
memory location in the non-transitory data store and writes
updated data to the second memory location when a second
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write transaction executes on the non-transitory data store to
update the data. The data processing device decrements the
first pointer counter associated with the first memory loca-
tion and increments a second pointer counter associated with
the second memory location upon completion of the second
write transaction. The data processing device further de-
allocates the first memory location when the first pointer
counter associated with the first memory location decre-
ments to zero.

This aspect may include one or more of the following
optional features. In some implementations, the data pro-
cessing device blocks read access to a memory location
when a pointer counter associated with the memory location
is zero, wherein the pointer counter is zero when a write
transaction executing on the associated memory location is
in progress. In other implementations, the data processing
device blocks write access to a memory location upon
executing a read transaction on the associated memory
location to get data. The data processing device may dec-
rement a pointer counter associated with a memory location
after completion of a read transaction on the associated
memory location.

In some examples, when the second pointer counter
associated with the second memory location is zero, the data
processing device executes one or more subsequent read
transactions on the first memory location to get the data
while the second write transaction concurrently executes on
the second memory location. In other examples, the data
processing device executes one or more subsequent read
transactions on the second memory location to get the
updated data when the second pointer counter associated
with the second memory location is greater than zero. The
data processing device may permit any read transactions
executing on the first memory location in progress to com-
plete when the first pointer counter associated with the first
memory location is greater than zero after the second pointer
counter associated with the second memory location incre-
ments. Optionally, when a remaining number of memory
cycles until completion of the second write transaction is
less than a memory cycle threshold, the data processing
device blocks one or more subsequent read transactions
from executing on the first memory location to get the data
and delays the one or more subsequent read transactions
from executing on the second memory location to get the
updated data until completion of the second write transac-
tion. Optionally, when a third write transaction executes on
the non-transitory data store to update the data after comple-
tion of the second write transaction, the data processing
device allocates a third memory location in the non-transi-
tory data store and writes updated data to the third memory
location. The data processing device may decrement the
second pointer counter associated with the second memory
location and increment a third pointer counter associated
with the third memory location upon completion of the third
write transaction. In some examples, the data processing
device de-allocates the second memory location when the
second pointer counter associated with the second memory
location decrements to zero.

In some implementations, the data processing device
initializes a pointer counter associated with memory location
upon allocating the associated memory location. The data
processing device may increment a pointer counter associ-
ated with a memory location for each read transaction
executing on the associated memory location. Optionally,
the data processing device executes a write transaction on
the non-transitory data store when the data processing
device receives a write access request from an application
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4

programming interface executing on a user device. Option-
ally, the data processing device executes a read transaction
on the non-transitory data store when the data processing
device receives a read access request from an application
programming interface executing on a user device. In some
examples, the non-transitory data store includes a hierarchal
structure for storing the data, the data including strongly-
typed data.

The details of one or more implementations of the dis-
closure are set forth in the accompanying drawings and the
description below. Other aspects, features, and advantages
will be apparent from the description and drawings, and
from the claims.

DESCRIPTION OF DRAWINGS

FIG. 1 is a schematic view of an example system for
providing a user device concurrent atomic access to a
non-transitory data store.

FIG. 2 is a schematic view of an example system for
providing one or more user devices atomic access to a
non-transitory data store of a distributed storage system.

FIGS. 3A-3H show schematic views of example write and
read transactions executing on an example non-transitory
data store.

FIG. 4 is an exemplary flowchart for executing a read
transaction.

FIG. 5 is an exemplary flowchart for executing a write
transaction.

FIG. 6 is a schematic view of an example computing
device in communication with a non-transitory data store.

FIG. 7 is a flowchart of an example method for executing
write and read transactions on a non-transitory data store
using the computing device of FIG. 6.

Like reference symbols in the various drawings indicate
like elements.

DETAILED DESCRIPTION

Referring to FIGS. 1 and 2, in some implementations, a
system 100 includes one or more user devices 120a-n
associated with a user 102. The user devices 120 are in
communication, via a network 132, with a distributed stor-
age system 200 having a scalable/elastic non-transitory data
store 150. In some implementations, the distributed storage
system 200 executes a computing device 112 that manages
access to the non-transitory data store 150. User devices 120
may put data 202 into the non-transitory data store 150 when
the computing device 112 executes write transactions 204
and may get the data 202 from the non-transitory data store
150 when the computing device 112 executes read transac-
tions 214. As used herein, putting data 202 into the non-
transitory data store 150 refers to writing data 202 to the
non-transitory data store 150 and getting the data 202 from
the non-transitory data store 150 refers to reading the data
202 stored in the non-transitory data store 150. In some
examples, the computing device 112 executes write trans-
actions 204 when the computing device 112 receives a write
access request 128 from a user device 120 via the network
132. Likewise, the computing device 112 may execute read
transactions 214 when the computing device 112 receives a
read access request 140 from a user device 120 via the
network 132.

The user devices 120 can be any computing devices that
are capable of communicating with the computing device
112 through the network 132. User devices 120 include, but
are not limited to, desktop computing devices and mobile
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computing devices, such as laptops, tablets, smart phones,
and wearable computing devices (e.g., headsets and/or
watches). The user devices 120 may further execute a
graphical user interface (GUI) 222 on a display 122 to write
data 202 to the non-transitory data store 150 and/or and read
data 202 from the non-transitory data store 150 of the
distributed storage system 200.

In some implementations, the user devices 120 execute a
transaction application programming interface (API) 124
that is responsible for accessing the underlying data 202, for
example, putting data 202 into the non-transitory data store
150 and/or getting data 202 from the non-transitory data
store 150. The transaction API 124 translates commands,
such as look-up or insert data commands, into sequences of
primitive network interface controller operations. The trans-
action API 124 interfaces with the user devices 120 and the
non-transitory data store 150 of the distributed storage
system 200. In some implementations, the transaction API
124 enables user devices 120 to use Structured Query
Language (SQL) to query data 202 stored in the non-
transitory data store 150 and write updated data 202 such as
indexes into the non-transitory data store 150 for faster
querying to increase the efficiency of the non-transitory data
store 150 even when the amount of stored data 202 increases
over time.

The network 132 may include various types of networks,
such as local area network (LAN), wide area network
(WAN), and/or the Internet. Although the network 132 may
represent a long range network (e.g., Internet or WAN), in
some implementations, the network 132 includes a shorter
range network, such as a local area network (LAN). In some
implementations, the network 132 uses standard communi-
cations technologies and/or protocols. Thus, the network
132 can include links using technologies, such as Ethernet,
Wireless Fidelity (WiFi) (e.g., 802.11), worldwide interop-
erability for microwave access (WiMAX), 3G, Long Term
Evolution (LTE), digital subscriber line (DSL), asynchro-
nous transfer mode (ATM), InfiniBand, PCI Express
Advanced Switching, etc. Similarly, the networking proto-
cols used on the network 132 can include multiprotocol label
switching (MPLS), the transmission control protocol/Inter-
net protocol (TCP/IP), the User Datagram Protocol (UDP),
the hypertext transport protocol (HTTP), the simple mail
transfer protocol (SMTP), the file transter protocol (FTP),
etc. The data exchanged over the network 132 can be
represented using technologies and/or formats including the
hypertext markup language (HTML), the extensible markup
language (XML), etc. In addition, all or some of the links
can be encrypted using conventional encryption technolo-
gies, such as secure sockets layer (SSL), transport layer
security (TLS), virtual private networks (VPNs), Internet
Protocol security (IPsec), etc. In other examples, the net-
work 132 uses custom and/or dedicated data communica-
tions technologies instead of, or in addition to, the ones
described above.

In some implementations, the non-transitory data store
150 stores data 202 as a collection of attributes/tables each
contributing a set of columns and rows. Each column may
include pertinent records and each row may include the data
202. In some examples, relationships are added between
tables to indicate that two sets of data 202 are inter-related.
In some implementations, the non-transitory data store 150
is a relational database. In the example shown, the non-
transitory data store 150 includes a schema defining a
supported language and utilized to set integrity constraints
such that the data 202 is strongly-typed and arranged in a
hierarchical structure in a manner similar to a file system.
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6

For example, attributes of a parent object includes a plurality
of child objects, each child object having attributes includ-
ing a plurality of grandchild objects, and so on. Requiring
the data 202 to be strongly-typed enforces strict restrictions
on intermixing values with different data 202 types when
executing write and read transactions 204, 214, respectively.
Values of strongly-typed data 202 can include STRING,
INT, VARCHAR, CBLOB, DECIMAL, etc. In one example,
a type person would include a STRING for the person’s
name and an INT for the person’s age. Using strongly typed
data for the data store 150 allows for compound structures
beyond primitives, and is exposed to the consumer through
an application programming interface (API) in the form of
language-native types. For example, a C++ implementation
of the API accepts as input and returns as output arbitrary
C++ types, without knowing what those types are.

Referring to FIG. 2, in some implementations, the dis-
tributed storage system 200 includes loosely coupled
memory hosts 110, 110a-# (e.g., computers or servers), each
having a computing resource 112 (e.g., one or more proces-
sors or central processing units (CPUs)) in communication
with storage resources 114 (e.g., memory, flash memory,
dynamic random access memory (DRAM), phase change
memory (PCM), and/or disks) that may be used for caching
data. The non-transitory data store 150 (e.g., a storage
abstraction) overlain on the storage resources 114 allows
scalable use of the storage resources 114 by one or more user
devices 120, 120a-r. The user devices 120 may communi-
cate with the memory hosts 110 through the network 132
(e.g., via remote procedure calls (RPC)).

In some implementations, the distributed storage system
200 is “single-sided,” eliminating the need for any server
jobs for responding to RPC from user devices 120 to write
data 202 when executing the write transaction 204 or read
data 202 when executing the read transaction 214 on their
corresponding memory hosts 110 and may rely on special-
ized hardware to process remote write and read access
requests 128, 130, respectively, instead. “Single-sided”
refers to the method by which most of the request processing
on the memory hosts 110 may be done in hardware rather
than by software executed on CPUs 112 of the memory hosts
110. Rather than having a processor 112 of a memory host
110 (e.g., a server) execute a server process 118 that exports
access of the corresponding storage resource 114 (e.g.,
non-transitory memory) to user processes 126 executing on
the user devices 120, the user devices 120 may directly
access the storage resource 114 through a network interface
controller (NIC) 116 of the memory host 110. In other
words, a user process 126 executing on a user device 120
may directly interface with one or more storage resources
114 without requiring execution of a routine of any server
processes 118 executing on the computing resources 112.
This single-sided distributed storage architecture offers rela-
tively high-throughput and low latency, since user devices
120 can access the storage resources 114 of the non-
transitory data store 150 without interfacing with the com-
puting resources 112 of the memory hosts 110. This has the
effect of decoupling the requirements for storage 114 and
CPU 112 cycles that typical two-sided distributed storage
systems 200 carry. The single-sided distributed storage
system 200 can utilize remote storage resources 114 regard-
less of whether there are spare CPU 112 cycles on that
memory host 110; furthermore, since single-sided operations
do not contend for server CPU 112 resources, a single-sided
system 200 can serve cache requests 128, 130 with very
predictable, low latency, even when memory hosts 110 are
running at high CPU 112 utilization. Thus, the single-sided
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distributed storage system 200 allows higher utilization of
both cluster storage 114 and CPU resources 112 than tradi-
tional two-sided systems, while delivering predictable, low
latency.

The distributed storage system 200 may put data 202 in
dynamic random access memory (DRAM) 114 (e.g., the
non-transitory data store 150) and get the data 202 from the
remote memory hosts 110 via remote direct memory access
(RDMA)-capable network interface controllers (NIC) 116.
A network interface controller 116 (also known as a network
interface card, network adapter, or LAN adapter) may be a
computer hardware component that connects a computing
device/resource 112 to the network 132. Both the memory
hosts 110a-z and the user device 120 may each have a
network interface controller 116 for network communica-
tions. A host process 118 executing on the computing
processor 112 of the memory host 110 may allocate a
memory location 250a-» when executing a write transaction
204 to write updated data 202; furthermore, the host process
118 may de-allocate a memory location 250a-» storing data
202 when no read transactions 214 are currently executing
on the memory location 250a-» and the write transaction
204 completes the write of the updated data 202 to the
allocated memory location 250a-7.

The distributed storage system 200 may include a co-
located software process to register memory 114 for remote
access with the network interface controllers 116 and set up
connections with user processes 126. Once the connections
are set up, user processes 126 can access the registered
memory 114 via engines in the hardware of the network
interface controllers 116 without any involvement from
software on the local CPUs 112 of the corresponding
memory hosts 110.

In some implementations, the distributed storage system
200 enables concurrent atomic access to the non-transitory
data store 150 a read transaction 212 executing on a first
memory location 250a to get data 202 without preventing a
write transaction 214 from executing on a second memory
location 2526 to put updated data 202 while the read
transaction 214 is executing concurrently. Accordingly, con-
current atomic access to the non-transitory data store 150
avoids delays since a read transaction 214 will not be
blocked from executing on the non-transitory data store 150
to get data 202 while a write transaction 212 executes on the
non-transitory data store 150 to put updated data 202, and
vice versa. In some examples, the first and second memory
locations 250a-b are isolated from one another such that
read access to the first memory location 250a is permitted
for getting data 202 while write access to the first memory
location 250a for putting updated data 202 is blocked.
Similarly, write access to the second memory location 2505
is permitted for putting the updated data 202 while read
access to the second memory location 2505 for getting the
updated data 202 is blocked until completion of the under-
lying write transaction 212. In other words, the concurrent
atomic access facilitates write transactions 204 to never
write data to memory locations 250 once read access is
permitted thereto; and read transactions 214 will never get
updated data 202 from a memory location 250 until comple-
tion of a corresponding write transaction 204 executing
thereon. Thus, read transactions 214 will never get/read data
202 that is incomplete while a write transaction 204 executes
concurrently.

The computing device 112 holds one or more pointer
counters associated with memory locations 250a-r» within
the non-transitory data store 150. In some implementations,
when the computing device 112 allocates a first memory
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location 250qa for putting data 202 when a write transaction
204 executes, a first pointer counter associated with the first
memory location 250a is initialized by the computing device
112. The first pointer counter includes a value of zero while
the write transaction 204 executing on the first memory
location 250a is in progress. In some examples, when the
first pointer counter associated with the first memory loca-
tion 250 is zero upon initializing the first memory location
250a, the computing device 112 blocks read access to the
first memory location 250a. After completion of the write
transaction 204, the computing device 112 may increment
the first pointer counter associated with the first memory
location 205. Once the first pointer counter associated with
the first memory location 250q is incremented, i.e., the first
pointer counter is greater than zero, the computing device
112 may permit read access to the first memory location
250aq to get the data. In some implementations, the comput-
ing device 112 increments the first pointer counter associ-
ated with the first memory location 250a for each read
transaction 214 executing on the first memory location 250a
to get the data 202.

In some implementations, when the computing device 112
executes a second write transaction 204 on the non-transi-
tory data store 150 to update the data 202, the computing
device 112 allocates a second memory location 2505 for
putting updated data 202 and initializes a second pointer
counter associated with the second memory location 2505.
In some examples, upon completion of the second write
transaction 204, the computing device 112 decrements the
first pointer counter associated with the first memory loca-
tion 250a and increments the second pointer counter asso-
ciated with the second memory location 2505. In some
examples, when the first pointer counter associated with the
first memory location 250a decrements to zero, the comput-
ing device de-allocates the first memory location 250a. The
computing device 112 operates recursively, whereat the
computing device 112 will accordingly allocate and de-
allocate third, fourth, . . . n memory locations 250a-», and
increment and decrement associated pointer counters 260a-
n, as data 202 within the non-transitory data store 150 is
continuously updated.

FIGS. 3A-3H show schematic views 300a-/ of example
write and read transactions 204, 214, respectively, executing
on an example non-transitory data store 150. FIG. 3A shows
the non-transitory data store 150 including a first memory
location (“Memory Location A”) 250a that stores a first
copy of data (“Data Copy 17) 202a. A first pointer counter
260q associated with the first memory location 2504 is one
indicating that no write transaction 204 is currently execut-
ing on the first memory location 250a and read access to the
first memory location 250a is permissible. A status indicator
302a associated with the first memory location 2504 indi-
cates the data 202a is a complete copy.

Referring to FIG. 3B, a read transaction 214 executes on
the first memory location 250a to get data 202. The first
pointer counter 260a associated with the first memory
location 2504 is incremented for the executing read trans-
action 214. In the example shown, the first pointer counter
260q is two. While the read transaction 214 executes on the
first memory location 250q, the computing device 112
allocates a second memory location (“Memory Location B”)
2505 when a write transaction 204 executes to write an
updated copy of the data (“Data Copy 27) 2025 to the
non-transitory data store 150, i.e., via the second memory
location 2505. Upon or after executing the write transaction
204 on the second memory location 2505, the computing
device 112 initializes a second pointer counter 2605 asso-
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ciated with the second memory location. In the example
shown, the second pointer counter 2605 is zero indicating
the write transaction 204 is currently executing on the
second memory location 2505 and the computing device 112
is blocking read access to the second memory location 2505.
Furthermore, the status indicator 30205 associated with the
second memory location 2506 indicates only about half the
updated data 2025 is put into the second memory location
2505. More specifically, the status indicator 3025 indicates
a remaining number of memory cycles until completion of
the underlying write transaction 204 executing on the second
memory location 2505.

FIG. 3C shows completion of the write transaction 204
that previously executed on the second memory location
2505 in FIG. 3B. In the example shown, the second pointer
counter 26056 associated with the second memory location
2505 is incremented from zero to one upon completion of
the write transaction 204 and the status indicator 3024
indicates the copy of the updated data 2025 is complete;
furthermore, the first pointer counter 260a associated with
the first memory location 250a is decremented upon comple-
tion of write transaction 204 on the second memory location
2506. In the example shown, the first pointer counter 260a
is also decremented after the read transaction 214 that
previously executed on the first memory location 250a in
FIG. 3B completes. Accordingly, the first memory location
250a is de-allocated when the first pointer counter 260
decrements to zero.

Referring to FIG. 3D, two read transactions 214 execute
on the second memory location 2505 to get data 2025
corresponding to the updated copy of data (“Data Copy 2”)
2025 put into the second memory location 25056 by the write
transaction 204 illustrated in FIG. 3C. The second pointer
counter 26056 associated with the second memory location
250q is incremented for each one of the executing read
transactions 214. In the example shown, the second pointer
counter 2605 is three. While the two read transactions 214
execute on the second memory location 2505, the computing
device 112 allocates a third memory location (“Memory
Location C”) 250c¢ when a write transaction 204 executes to
write a subsequent updated copy of the data (“Data Copy 3”)
202c¢ to the non-transitory data store 150, i.e., via the third
memory location 250¢, whereat the computing device 112
initializes a third pointer counter 260c¢ associated with the
third memory location 250¢. In the example shown, the third
pointer counter 260c is zero indicating the write transaction
204 is currently executing on the third memory location
250¢ and the computing device 112 is blocking read access
to the third memory location 250c¢. Furthermore, the status
indicator 302¢ associated with the third memory location
250c¢ indicates only about half the subsequent updated data
202¢ is put into the third memory location 250c. More
specifically, the status indicator 302¢ indicates a remaining
number of memory cycles until completion of the underly-
ing write transaction 204 executing on the third memory
location 250c.

FIG. 3E shows the completion of the write transaction 204
that previously executed on the third memory location 250¢
in FIG. 3D. In the example shown, the third pointer counter
260c associated with the third memory location 250c¢ is
incremented from zero to one upon completion of the write
transaction 204 and the status indicator 302¢ indicates the
copy of the subsequent updated data 202c¢ is complete;
furthermore, the second pointer counter 2605 associated
with the second memory location 250a is decremented upon
completion of write transaction 204 on the third memory
location 250c. The second pointer counter 2605 associated
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with the second memory location is two while each of the
two read transactions 204 executing on the second memory
location 2505 are still in progress. Referring to FIG. 3F, the
second pointer counter 260b associated with the second
memory location 2505 is decremented to one after comple-
tion of one of the read transactions 204 on the second
memory location 2505.

Referring to FIG. 3G, a subsequent read transaction 214
executes on the third memory location 250c¢ to get the data
202c¢ corresponding to the updated copy of data (“Data Copy
3) 202¢ put by the write transaction 204 shown in FIG. 3C.
The third pointer counter 260c¢ associated with the third
memory location 250c¢ is incremented for the subsequent
executing read transaction 214. In the example shown, the
third pointer counter 260c¢ is two. The second pointer
counter 26056 associated with the second memory location
remains one while the read transaction 214 executing on the
second memory location 2505 shown in FIG. 3F is still in
progress.

FIG. 3H shows the second pointer counter 2605 associ-
ated with the second memory location 2505 decrementing to
zero after completion of the read transaction 214 on the
second memory location 2505 illustrated FIG. 3G resulting
in the computing device 112 de-allocating the second
memory location 2505. The third pointer counter 260c
referencing the third memory location 250¢ decrements to
one after completion of the read transaction 214 on the third
memory location 350c illustrated in FIG. 3G.

FIG. 4 is a flowchart 400 of example operations per-
formed by the computing device 112 of the distributed
storage system 200 of FIG. 2 when executing a read trans-
action 214. The flowchart 400 starts at operation 402 where
the computing device 112 executes the read transaction 214
on a memory location 250 to get the data 202. In some
implementations, the computing device 112 executes the
read transaction 214 in response to receiving a read access
request 130 through a network 132 from a transaction API
124 executing on a user device 120 to get the data 202 from
the non-transitory data store 150.

In some examples, when the read access request 130 is
received while a write transaction 204 is currently executing
on a subsequent memory location 250 to update the data
202, the computing device 112 may block the read transac-
tion 214 from getting data 202 not including the update and
require the read transaction 214 to wait before executing on
the new memory location 250 to get the updated data 202
until completion of the write transaction 204 if a remaining
number of memory cycles (e.g., status indicator 302 of
FIGS. 3A-3H) until completion of the write transaction 204
is less than a memory cycle threshold. In this example, the
computing device 112 beneficially gets the updated data 202
while only requiring a short delay time (less than the
memory cycle threshold) before executing the read transac-
tion 214 to get the updated data 202.

At operation 404, a pointer counter 260 associated with
the memory location 250 where the read transaction 214
executes is incremented, as illustrated in FIG. 3B. In some
examples, the computing device 112 blocks write access to
the associated memory location upon executing the read
transaction 214 upon the associated memory location 250.
At operation 406, the computing device 112 decides whether
or not the read transaction 204 is complete. If the read
transaction 214 is not complete (“N”) then the flowchart 400
reverts back to—and repeats—operation 404. When the read
transaction 214 is completes (“Y”’) the flowchart 400 pro-
ceeds to operation 408 where the pointer counter 260 is
decremented, as illustrated in FIG. 3F.
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At operation 410, the computing device 112 decides
whether or not the pointer counter 260 associated with the
memory location is zero. If the pointer counter 260 is not
zero (“N”), then the flowchart 400 reverts back to—and
repeats—operation 410. When the pointer counter 260 is
zero (“Y”) the flowchart 400 proceeds to operation 412
where the memory location 250 is de-allocated by the
computing device 112, as illustrated in FIGS. 3C and 3H.

FIG. 5 is a flowchart 500 of example operations per-
formed by the computing device 112 of the distributed
storage system 200 of FIG. 2 when executing a write
transaction 204. The flowchart 500 starts at operation 502
where the computing device 112 executes the write trans-
action 204 to write data 202 to the non-transitory data store
150. In some implementations, the computing device 112
executes the write transaction 204 in response to receiving
a write access request 128 through a network 132 from a
transaction API 124 executing on a user device 120 to put
the data 202 into the non-transitory data store 150. At
operation 504, the computing device 112 allocates a memory
location 250 in the non-transitory data store, as illustrated in
FIG. 3B. In some implementations, a pointer counter 260
associated with the allocated memory location 250 is ini-
tialized.

At operation 506, the computing device 112 decides
whether or not the write transaction 204 is complete. If the
write transaction 204 has not completed, then the flowchart
400 reverts back to—and repeats—operation 506. The flow-
chart 500 proceeds to operation 508 after completion of the
write transaction 204 where the computing device 112
increments the pointer counter 260 for the associated
memory location 250, as illustrated in FIG. 3C. In some
examples, the computing device 112 may simultaneously
decrement another pointer counter 260 associated with a
memory location permitting read access to a prior copy of
the data 202.

FIG. 6 is a schematic view of an example computing
device 600 that may be used to implement the systems and
methods described in this document, such as the computing
resource 112 and the non-transitory data store 150. The
computing device 600 is intended to represent various forms
of digital computers, such as laptops, desktops, worksta-
tions, personal digital assistants, servers, blade servers,
mainframes, and other appropriate computers. The compo-
nents shown here, their connections and relationships, and
their functions, are meant to be exemplary only, and are not
meant to limit implementations of the inventions described
and/or claimed in this document.

The computing device 600 includes a processor 610 (i.e.,
data processing device), memory 620, a storage device 630,
a high-speed interface/controller 640 connecting to the
memory 620 and high-speed expansion ports 650, and a low
speed interface/controller 660 connecting to a low speed bus
670 and storage device 630. Each of the components 610,
620, 630, 640, 650, and 660, are interconnected using
various busses, and may be mounted on a common moth-
erboard or in other manners as appropriate. The processor
610 can process instructions for execution within the com-
puting device 600, including instructions stored in the
memory 620 or on the storage device 630 to display graphi-
cal information for a GUI on an external input/output device,
such as a display 680 coupled to a high speed interface 640.
In other implementations, multiple processors and/or mul-
tiple buses may be used, as appropriate, along with multiple
memories and types of memory. Also, multiple computing
devices 600 may be connected, with each device providing
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portions of the necessary operations (e.g., as a server bank,
a group of blade servers, or a multi-processor system).

The memory 620 stores information non-transitorily
within the computing device 600. The memory 620 may be
a computer-readable medium, a volatile memory unit(s), or
non-volatile memory unit(s). The non-transitory memory
620 may be physical devices used to store programs (e.g.,
sequences of instructions) or data (e.g., program state infor-
mation) on a temporary or permanent basis for use by the
computing device 600. Examples of non-volatile memory
include, but are not limited to, flash memory and read-only
memory (ROM)/programmable read-only  memory
(PROM)/erasable  programmable read-only —memory
(EPROM)/electronically erasable programmable read-only
memory (EEPROM) (e.g., typically used for firmware, such
as boot programs) as well as disks or tapes. Examples of
volatile memory include, but are not limited to, random
access memory (RAM), dynamic random access memory
(DRAM), static random access memory (SRAM), phase
change memory (PCM).

The storage device 630 is capable of providing mass
storage for the computing device 600. In some implemen-
tations, the storage device 630 is a computer-readable
medium. In various different implementations, the storage
device 630 may be a floppy disk device, a hard disk device,
an optical disk device, or a tape device, a flash memory or
other similar solid state memory device, or an array of
devices, including devices in a storage area network or other
configurations. In additional implementations, a computer
program product is tangibly embodied in an information
carrier. The computer program product contains instructions
that, when executed, perform one or more methods, such as
those described above. The information carrier is a com-
puter- or machine-readable medium, such as the memory
620, the storage device 630, or memory on processor 610.

The high speed controller 640 manages bandwidth-inten-
sive operations for the computing device 600, while the low
speed controller 660 manages lower bandwidth-intensive
operations. Such allocation of duties is exemplary only. In
some implementations, the high-speed controller 640 is
coupled to the memory 620, the display 680 (e.g., through a
graphics processor or accelerator), and to the high-speed
expansion ports 650, which may accept various expansion
cards (not shown). In some implementations, the low-speed
controller 660 is coupled to the storage device 630 and
low-speed expansion port 670. The low-speed expansion
port 670, which may include various communication ports
(e.g., USB, Bluetooth, Ethernet, wireless Ethernet), may be
coupled to one or more input/output devices, such as a
keyboard, a pointing device, a scanner, or a networking
device, such as a switch or router, e.g., through a network
adapter.

The computing device 600 may be implemented in a
number of different forms, as shown in the figure. For
example, it may be implemented as a standard server 600a
or multiple times in a group of such servers 6004, as a laptop
computer 6005, or as part of a rack server system 600c.

In some implementations, the computing device 600
implementing the computing resource(s) 112 is in commu-
nication with data store 150 (e.g., in the memory 620). The
computing resource 112 (executing on the data processing
device 610) executes the write and read transactions 204,
214, respectively, allocates memory locations 250a-# in the
non-transitory data store 150, increments and decrements
pointer counters 260a-» associated with the memory loca-
tions 250a-n, and de-allocates memory locations 250a-n
when the associated pointer counters 260a-1 decrement to
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zero. For example, the computing resource 112 may receive
a write access request 128 (or a read access request 130)
from a user device 120, execute a write transaction 204 (or
a read transaction 214) on the data store 150, allocate a
memory location 250 in the data store 150, and write data
202 to the memory location 250. In some examples, the
computing resource 112 initializes a pointer counter 260
associated with the memory location 250 when the write
transaction executes and increments the pointer counter 260
upon completion of the write transaction 204. For instance,
the pointer counter 260 is equal to zero upon initializing and
increments to one upon completion of the write transaction
204 executing on the associated memory location 250a-». In
other examples, the computing resource 112 executes one or
more read transactions 214 on the memory location 250 after
completion of the write transaction 204 and increments the
pointer counter for each read transaction 214 executing on
the memory location 250 to get the data 202. In some
examples, the computing resource 112 decrements the
pointer counter 260 after completion of each read transac-
tion 214 executing on the memory location 250. In some
examples, when updating the data 202, the computing
resource 112 executes a subsequent second write transaction
204 on the data store 150 to update the data 202, allocates
a subsequent second memory location 250 in the data store
150, and writes updated data 202 to the subsequent second
memory location 250 and initializes a subsequent second
pointer counter 260 associated with the subsequent second
memory location 250. While the subsequent second pointer
counter 260 is zero, the computing resource 112 may
execute one or more subsequent read transactions 214 on the
memory location 250 to get the data 202 (un-updated data
202) while the subsequent second write transaction 204
concurrently executes on the subsequent second memory
location 250. Upon completion of the second write transac-
tion 204, the computing resource 112 decrements the pointer
counter associated with the memory location 250 (that
includes the data 202) and increments a subsequent second
pointer counter associated with the subsequent second
memory location 250 (that includes the updated data 202)
upon completion of the subsequent second write transaction
204. Accordingly, when the subsequent second pointer coun-
ter 260 is greater than zero, the computing resource 112 may
execute one or more subsequent read transactions 214 on the
subsequent second memory location 250 to get the updated
data 204. In some examples, the computing resource 112
de-allocates the memory location 250 when the pointer
counter 260 associated with the memory location 250 dec-
rements to zero.

In some examples, the computing resource 112 blocks
read access to a memory location 250 when an associated
pointer counter 260 is zero, wherein the pointer counter 260
is zero when a write transaction 204 executing on the
associated memory location is in progress. In other
examples, the computing resource 112 blocks write access to
a memory location 250 upon executing a read transaction
214 upon the associated memory location 250.

A software application (i.e., a software resource 110s)
may refer to computer software that causes a computing
device to perform a task. In some examples, a software
application may be referred to as an “application,” an “app,”
or a “program.” Example applications include, but are not
limited to, system diagnostic applications, system manage-
ment applications, system maintenance applications, word
processing applications, spreadsheet applications, messag-
ing applications, media streaming applications, social net-
working applications, and gaming applications.
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The non-transitory memory 110/m may be physical
devices used to store programs (e.g., sequences of instruc-
tions) or data (e.g., program state information) on a tempo-
rary or permanent basis for use by a computing device
110/%¢. The non-transitory memory 1102m may be volatile
and/or non-volatile addressable semiconductor memory.
Examples of non-volatile memory include, but are not
limited to, flash memory and read-only memory (ROM)/
programmable read-only memory (PROM)/erasable pro-
grammable read-only memory (EPROM )/electronically
erasable programmable read-only memory (EEPROM)
(e.g., typically used for firmware, such as boot programs).
Examples of volatile memory include, but are not limited to,
random access memory (RAM), dynamic random access
memory (DRAM), static random access memory (SRAM),
phase change memory (PCM) as well as disks or tapes.

FIG. 7 is a flowchart of an example method 700 executed
by the computing device 600 of FIG. 6 for executing write
and read transactions 204, 214, respectively, on the non-
transitory data store 150. The flowchart starts at operation
702 where the data processing device 112 (executing the
computing device 112) allocates a first memory location
250q in the non-transitory data store 150 and writes data
202a to the first memory location 250a when a first write
transaction 204 executes. The first write transaction 204 may
execute when the computing device 112 receives a write
access request 128 from a transaction API 124 executing on
a user device 120. In some implementations, the computing
device 112 initializes a first pointer counter 260a associated
with the first memory location 250a and blocks read access
to the first memory location 250a when the first pointer
counter 260qa is zero while the first write transaction 204
executing on the first memory location 250q is in progress.
At operation 704, the computing device 112 executes one or
more read transactions 214 on the first memory location
250aq to get the data 202a after completion of the first write
transaction 204, as illustrated in FIG. 3B. In some examples,
the computing device 112 blocks subsequent write access to
the first memory location 250qa. In some implementations, a
read transaction 214 executes when the computing device
112 receives a read access request 130 from a transaction
API 124 executing on the user devices 120.

At operation 706, the computing device 112 increments
the first pointer counter 260a upon completion of the first
write transaction 204 and for each read transaction 214
executing on the first memory location 250a, as illustrated in
FIG. 3B. The flowchart proceeds to operation 708 where the
computing device(s) 112 allocates a second memory loca-
tion 2505 in the non-transitory data store 150 and writes
updated data 2025 to the second memory location 2505
when a second write transaction 204 executes on the non-
transitory data store 150 to update the data 2025, as illus-
trated in FIG. 3B. In some implementations, the computing
device 112 initializes a second pointer counter 2605 asso-
ciated with the second memory location 25056 and blocks
read access to the second memory location 2505 when the
second pointer counter 2605 is zero while the second write
transaction 204 executing on the second memory location
2505 is in progress. At operation 710, the computing device
112 decrements the first pointer counter 260a associated
with the first memory location 250a and increments the
second pointer counter 260b associated with the second
memory location 2505 upon completion of the second write
transaction 204, as illustrated in FIG. 3C. In some imple-
mentations, the computing device 112 decrements a pointer
counter 260 associated with a memory location 250 for each
read transaction 215 on the associated memory location 250
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that completes. In some examples, when the first pointer
counter 260a associated with the first memory location 250a
is greater than zero after the second pointer counter 2605
increments, the computing device 112 permits any read
transactions 214 executing on the first memory location
250q already in progress to complete. However, any subse-
quent read transactions 214 will execute on the second
memory location 2045 to get the updated data 2025, as
illustrated in FIG. 3D. At operation 712, the computing
device 112 de-allocates the first memory location 250a when
the first pointer counter 260a decrements to zero, as illus-
trated in FIG. 3D.

In some implementations, the computing device 112
recursively performs the operations 708-712 as the data 202
is continuously updated. For example, when a subsequent
third write transaction 214 executes on the data store 150 to
update the data 202 again, the computing resource 112 will
allocate a third memory location 250c¢ in the data store 150,
initialize a third pointer counter 260c¢ associated with the
third memory location 250¢, and write the updated data 202
to the third memory location 250¢. Similar to operation 710
discussed above with respect to the second write transaction
204, the computing device 112 increments the third pointer
counter 260¢ and decrements the second pointer counter
2605 associated with the second memory location 2505
upon completion of the third write transaction 204. There-
after, the computing resource 112 de-allocates the second
memory location 2506 when the second pointer counter
2605 associated with the second memory location 2505
decrements to zero.

Various implementations of the systems and techniques
described here can be realized in digital electronic and/or
optical circuitry, integrated circuitry, specially designed
ASICs (application specific integrated circuits), computer
hardware, firmware, software, and/or combinations thereof.
These various implementations can include implementation
in one or more computer programs that are executable
and/or interpretable on a programmable system including at
least one programmable processor, which may be special or
general purpose, coupled to receive data and instructions
from, and to transmit data and instructions to, a storage
system, at least one input device, and at least one output
device.

These computer programs (also known as programs,
software, software applications or code) include machine
instructions for a programmable processor, and can be
implemented in a high-level procedural and/or object-ori-
ented programming language, and/or in assembly/machine
language. As used herein, the terms “machine-readable
medium” and “computer-readable medium” refer to any
computer program product, non-transitory computer read-
able medium, apparatus and/or device (e.g., magnetic discs,
optical disks, memory, Programmable Logic Devices
(PLDs)) used to provide machine instructions and/or data to
a programmable processor, including a machine-readable
medium that receives machine instructions as a machine-
readable signal. The term “machine-readable signal” refers
to any signal used to provide machine instructions and/or
data to a programmable processor.

Implementations of the subject matter and the functional
operations described in this specification can be imple-
mented in digital electronic circuitry, or in computer soft-
ware, firmware, or hardware, including the structures dis-
closed in this specification and their structural equivalents,
or in combinations of one or more of them. Moreover,
subject matter described in this specification can be imple-
mented as one or more computer program products, i.e., one
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or more modules of computer program instructions encoded
on a computer readable medium for execution by, or to
control the operation of, data processing apparatus. The
computer readable medium can be a machine-readable stor-
age device, a machine-readable storage substrate, a memory
device, a composition of matter effecting a machine-read-
able propagated signal, or a combination of one or more of
them. The terms “data processing apparatus™, “computing
device” and “computing processor” encompass all appara-
tus, devices, and machines for processing data, including by
way of example a programmable processor, a computer, or
multiple processors or computers. The apparatus can
include, in addition to hardware, code that creates an execu-
tion environment for the computer program in question, e.g.,
code that constitutes processor firmware, a protocol stack, a
database management system, an operating system, or a
combination of one or more of them. A propagated signal is
an artificially generated signal, e.g., a machine-generated
electrical, optical, or electromagnetic signal, that is gener-
ated to encode information for transmission to suitable
receiver apparatus.

A computer program (also known as an application,
program, software, software application, script, or code) can
be written in any form of programming language, including
compiled or interpreted languages, and it can be deployed in
any form, including as a stand-alone program or as a
module, component, subroutine, or other unit suitable for
use in a computing environment. A computer program does
not necessarily correspond to a file in a file system. A
program can be stored in a portion of a file that holds other
programs or data (e.g., one or more scripts stored in a
markup language document), in a single file dedicated to the
program in question, or in multiple coordinated files (e.g.,
files that store one or more modules, sub programs, or
portions of code). A computer program can be deployed to
be executed on one computer or on multiple computers that
are located at one site or distributed across multiple sites and
interconnected by a communication network.

The processes and logic flows described in this specifi-
cation can be performed by one or more programmable
processors executing one or more computer programs to
perform functions by operating on input data and generating
output. The processes and logic flows can also be performed
by, and apparatus can also be implemented as, special
purpose logic circuitry, e.g., an FPGA (field programmable
gate array) or an ASIC (application specific integrated
circuit).

Processors suitable for the execution of a computer pro-
gram include, by way of example, both general and special
purpose microprocessors, and any one or more processors of
any kind of digital computer. Generally, a processor will
receive instructions and data from a read only memory or a
random access memory or both. The essential elements of a
computer are a processor for performing instructions and
one or more memory devices for storing instructions and
data. Generally, a computer will also include, or be opera-
tively coupled to receive data from or transfer data to, or
both, one or more mass storage devices for storing data, e.g.,
magnetic, magneto optical disks, or optical disks. However,
a computer need not have such devices. Moreover, a com-
puter can be embedded in another device, e.g., a mobile
telephone, a personal digital assistant (PDA), a mobile audio
player, a Global Positioning System (GPS) receiver, to name
just a few. Computer readable media suitable for storing
computer program instructions and data include all forms of
non-volatile memory, media and memory devices, including
by way of example semiconductor memory devices, e.g.,
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EPROM, EEPROM, and flash memory devices; magnetic
disks, e.g., internal hard disks or removable disks; magneto
optical disks; and CD ROM and DVD-ROM disks. The
processor and the memory can be supplemented by, or
incorporated in, special purpose logic circuitry.

To provide for interaction with a user, one or more aspects
of the disclosure can be implemented on a computer having
a display device, e.g., a CRT (cathode ray tube), LCD (liquid
crystal display) monitor, or touch screen for displaying
information to the user and optionally a keyboard and a
pointing device, e.g., a mouse or a trackball, by which the
user can provide input to the computer. Other kinds of
devices can be used to provide interaction with a user as
well; for example, feedback provided to the user can be any
form of sensory feedback, e.g., visual feedback, auditory
feedback, or tactile feedback; and input from the user can be
received in any form, including acoustic, speech, or tactile
input. In addition, a computer can interact with a user by
sending documents to and receiving documents from a
device that is used by the user; for example, by sending web
pages to a web browser on a user’s client device in response
to requests received from the web browser.

One or more aspects of the disclosure can be implemented
in a computing system that includes a backend component,
e.g., as a data server, or that includes a middleware com-
ponent, e.g., an application server, or that includes a frontend
component, e.g., a client computer having a graphical user
interface or a Web browser through which a user can interact
with an implementation of the subject matter described in
this specification, or any combination of one or more such
backend, middleware, or frontend components. The compo-
nents of the system can be interconnected by any form or
medium of digital data communication, e.g., a communica-
tion network. Examples of communication networks include
a local area network (“LAN”) and a wide area network
(“WAN”), an inter-network (e.g., the Internet), and peer-to-
peer networks (e.g., ad hoc peer-to-peer networks).

The computing system can include clients and servers. A
client and server are generally remote from each other and
typically interact through a communication network. The
relationship of client and server arises by virtue of computer
programs running on the respective computers and having a
client-server relationship to each other. In some implemen-
tations, a server transmits data (e.g., an HTML page) to a
client device (e.g., for purposes of displaying data to and
receiving user input from a user interacting with the client
device). Data generated at the client device (e.g., a result of
the user interaction) can be received from the client device
at the server.

While this specification contains many specifics, these
should not be construed as limitations on the scope of the
disclosure or of what may be claimed, but rather as descrip-
tions of features specific to particular implementations of the
disclosure. Certain features that are described in this speci-
fication in the context of separate implementations can also
be implemented in combination in a single implementation.
Conversely, various features that are described in the context
of a single implementation can also be implemented in
multiple implementations separately or in any suitable sub-
combination. Moreover, although features may be described
above as acting in certain combinations and even initially
claimed as such, one or more features from a claimed
combination can in some cases be excised from the combi-
nation, and the claimed combination may be directed to a
sub-combination or variation of a sub-combination.
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Similarly, while operations are depicted in the drawings in
a particular order, this should not be understood as requiring
that such operations be performed in the particular order
shown or in sequential order, or that all illustrated operations
be performed, to achieve desirable results. In certain cir-
cumstances, multi-tasking and parallel processing may be
advantageous. Moreover, the separation of various system
components in the embodiments described above should not
be understood as requiring such separation in all embodi-
ments, and it should be understood that the described
program components and systems can generally be inte-
grated together in a single software product or packaged into
multiple software products.

A number of implementations have been described. Nev-
ertheless, it will be understood that various modifications
may be made without departing from the spirit and scope of
the disclosure. Accordingly, other implementations are
within the scope of the following claims. For example, the
actions recited in the claims can be performed in a different
order and still achieve desirable results.

What is claimed is:

1. A method comprising:

when a first write transaction executes on a non-transitory

data store:

allocating, by a computing device in communication
with the non-transitory data store, a first memory
location in the non-transitory data store; and

writing data, by the computing device, to the first
memory location;

executing, by the computing device, one or more read

transactions on the first memory location after comple-
tion of the first write transaction;

incrementing, by the computing device, a first pointer

counter associated with the first memory location upon
completion of the first write transaction and for each
read transaction executing on the first memory location
to get the data;

when a second write transaction executes on the non-

transitory data store to update the data:

allocating, by the computing device, a second memory
location in the non-transitory data store; and

writing updated data, by the computing device, to the
second memory location;

after completion of the second write transaction, the

computing device:

decrementing the first pointer counter associated with
the first memory location; and

incrementing a second pointer counter associated with
the second memory location; and

de-allocating the first memory location, by the computing

device, when the first pointer counter associated with
the first memory location decrements to zero.

2. The method of claim 1, further comprising blocking
read access, by the computing device, to a memory location
when a pointer counter associated with the memory location
is zero.

3. The method of claim 2, wherein the pointer counter is
zero when a write transaction executing on the associated
memory location is in progress.

4. The method of claim 1, further comprising upon
executing a read transaction on a memory location to get
data, blocking write access, by the computing device, to the
associated memory location.

5. The method of claim 1, further comprising decrement-
ing, by the computing device, a pointer counter associated
with a memory location after completion of a read transac-
tion on the associated memory location.
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6. The method of claim 1, further comprising, when the
second pointer counter associated with the second memory
location is zero, executing, by the computing device, one or
more subsequent read transactions on the first memory
location to get the data while the second write transaction
concurrently executes on the second memory location.

7. The method of claim 1, further comprising, when the
second pointer counter associated with the second memory
location is greater than zero, executing, by the computing
device, one or more subsequent read transactions on the
second memory location to get the updated data.

8. The method of claim 1, further comprising, when the
first pointer counter associated with the first memory loca-
tion is greater than zero after the second pointer counter
associated with the second memory location increments,
permitting, by the computing device, any read transactions
executing on the first memory location in progress to com-
plete.

9. The method of claim 1, further comprising, when a
remaining number of memory cycles until completion of the
second write transaction is less than a memory cycle thresh-
old:

blocking one or more subsequent read transactions, by the

computing device, from executing on the first memory
location to get the data; and

delaying the one or more subsequent read transactions, by

the computing device, from executing on the second
memory location to get the updated data until comple-
tion of the second write transaction.

10. The method of claim 1, further comprising, upon
allocating a memory location, initializing, by the computing
device, a pointer counter associated with the memory loca-
tion.

11. The method of claim 1, further comprising increment-
ing, by the computing device, a pointer counter associated
with a memory location for each read transaction executing
on the associated memory location.

12. The method of claim 1, further comprising, when a
third write transaction executes on the non-transitory data
store to update the data after completion of the second write
transaction:

allocating, by the computing device, a third memory

location in the non-transitory data store;

writing updated data, by the computing device, to the

third memory location;

upon completion of the third write transaction, the com-

puting device:

decrementing the second pointer counter associated
with the second memory location; and

incrementing a third pointer counter associated with the
third memory location; and

de-allocating, by the computing device, the second

memory location when the second pointer counter
associated with the second memory location decre-
ments to zero.

13. The method of claim 1, further comprising executing
a write transaction on the non-transitory data store when the
computing device receives a write access request from an
application programming interface executing on a user
device.

14. The method of claim 1, further comprising executing
a read transaction on the non-transitory data store when the
computing device receives a read access request from an
application programming interface executing on a user
device.
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15. The method of claim 1, wherein the non-transitory
data store comprises a hierarchal structure for storing the
data, the data comprising strongly-typed data.
16. A remote system comprising:
a non-transitory data store;
a data processing device in communication with the
non-transitory data store, the data processing device:
when a first write transaction executes on the non-
transitory data store, allocating a first memory loca-
tion in the non-transitory data store and writing data
to the first memory location;

executing one or more read transactions on the first
memory location after completion of the first write
transaction;

incrementing a first pointer counter associated with the
first memory location upon completion of the first
write transaction and for each read transaction
executing on the first memory location to get the
data;

when a second write transaction executes on the non-
transitory data store to update the data, allocating a
second memory location in the non-transitory data
store and writing updated data to the second memory
location;

upon completion of the second write transaction, dec-
rementing the first pointer counter associated with
the first memory location and incrementing a second
pointer counter associated with the second memory
location; and

de-allocating the first memory location when the first
pointer counter associated with the first memory
location decrements to zero.

17. The system of claim 16, wherein the data processing
device blocks read access to a memory location when a
pointer counter associated with the memory location is zero.

18. The system of claim 17, wherein the pointer counter
is zero when a write transaction executing on the associated
memory location is in progress.

19. The system of claim 16, wherein the data processing
device blocks write access to a memory location upon
executing a read transaction on the associated memory
location to get the data.

20. The system of claim 16, wherein the data processing
device decrements a pointer counter associated with a
memory location after completion of a read transaction on
the associated memory location.

21. The system of claim 16, wherein the data processing
device executes, when the second pointer counter associated
with the second memory location is zero, one or more
subsequent read transactions on the first memory location to
get the data while the second write transaction concurrently
executes on the second memory location.

22. The system of claim 16, wherein the data processing
device executes, when the second pointer counter associated
with the second memory location is greater than zero, one or
more subsequent read transactions on the second memory
location to get the updated data.

23. The system of claim 16, wherein the data processing
device permits, when the first pointer counter associated
with the first memory location is greater than zero after the
second pointer counter associated with the second memory
location increments, any read transactions executing on the
first memory location in progress to complete.

24. The system of claim 16, wherein the data processing
device, when a remaining number of memory cycles until
completion of the second write transaction is less than a
memory cycle threshold:
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blocks one or more subsequent read transactions from
executing on the first memory location to get the data;
and

delays the one or more subsequent read transactions from

executing on the second memory location to get the
updated data until completion of the second write
transaction.

25. The system of claim 16, wherein the data processing
device initializes a pointer counter associated with a
memory location upon allocating the associated memory
location.

26. The system of claim 16, wherein the data processing
device increments a pointer counter associated with a
memory location for each read transaction executing on the
associated memory location.

27. The system of claim 16, wherein the data processing
device:

when a third write transaction executes on the non-

transitory data store to update the data after completion
of the second write transaction, allocates a third
memory location in the non-transitory data store and
writes updated data to the third memory location;
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upon completion of the third write transaction, decre-
ments the second pointer counter associated with the
second memory location and increments a third pointer
counter associated with the third memory location; and

de-allocates the second memory location when the second
pointer counter associated with the second memory
location decrements to zero.

28. The system of claim 16, wherein the data processing
device executes a write transaction on the non-transitory
data store when the data processing device receives a write
access request from an application programming interface
executing on a user device.

29. The system of claim 16, wherein the data processing
device executes a read transaction on the non-transitory data
store when the data processing device receives a read access
request from an application programming interface execut-
ing on a user device.

30. The system of claim 16, wherein the non-transitory
data store comprises a hierarchal structure for storing the
data, the data comprising strongly-typed data.
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